***CSC 241 Programming Assignment #5 Fall 2017***

***The Polynomial ADT***

We can define an abstract data type for single-variable polynomials (with non-negative exponents) by using a list. Let ![http://www.cs.rochester.edu/u/pawlicki/CSC172SP01/CSC172/Project%201_files/image002.gif](data:image/gif;base64,R0lGODlhhwAfAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAIAAwB/ABgAhIGBgQAAAAECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwECAwLQhI+py+0PXwhm0oiz3ryzC4DeSJbmF6bnyrYZBbuHKNdmTNu6bvW+NQvWJp9cTrgrOogh5nF1jCGeyKQCiLJOF8YINYm9aqvkinesRKcrYfOUyHSr3y14EUbtXvWYX9zzR3IRmEC4JYZYOMd1AvKl0hDFmLgoJ3gYKTG5xeflV/LYNyNCI7WpeNi5GCraBImal8k2W6bG2gfnqEtLiapZ+Sq71/r7aAwc3At7BtEmrGyraTjYjDxnTI0Yamg95PcjBJ7cDfz9CSl+S74+unZSAAA7). **If most of the coefficients ai are nonzero we could use a simple array to store the coefficients and write routines to perform addition, subtraction, multiplication, differentiation, and other operations on these polynomials.**
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***Assignment***

Starting with the class Skeleton, below, Implement the Polynomial ADT using linked lists. You are Not to use the Java LinkedList class, you should “roll your own” list/node data types.

Your project will be graded automatically, so you must make the Polynomial ADT it’s own class. However, you must include an application that demonstrates and tests the key functionality of your implementation. Your write/documentations up should include a discussion of what you used and the documentation html files generated by **javadoc**.

public class Literal {

            // various constructors & accessors (not shown)

            double coefficient;

            int exponent;

            //if you roll your own list, then include “Literal next;”

}

public class Polynomial {

            private List terms ; // A list of literals

// if you roll your own, then “private Literal head;”

            public Polynomial() {

                        // constructor to be implemented

            }

            public void insert term(double coef, int exp){

                        // to be implemented

            }

            public Polynomial add(Polynomial rhs) {

                        // to be implemented

            }

            public Polynomial multiply(Polynomial rhs) {

                        // to be implemented

            }

            public String toString(){

                        // to be implemented use “^” to signify exponents

            }

}

***GRADING :***

Documentations 10%

Code Style 15%

Functionality 75% ( 15% for each base operation supported +.-./,\*,())

Extra Credit :do not require blanks (i.e. allow users to input "5+7\*2" as well as "5 + 7 \* 2" )  5% must be documented - it's your responsibility to point it out)

Extra Credit : support negative and positive numbers - unary +/-  (i.e.allow users to input  " -5 + -7  \*  +2"  )  5% must be documented - it's your responsibility to point it out)

Extra Credit : exponentials (use "^" operator associating right to left)  5% must be documented - it's your responsibility to point it out)

Extra Credit : modulo  (use "%" operator same association as in JAVA )  5% must be documented - it's your responsibility to point it out)